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1. Начало работы с jQuery.

Современное веб-программирование и создание веб-сайтов уже невозможно представить без использования языка JavaScript. Однако в настоящее время, все чаще используется не просто нативный JavaScript, а JavaScript-фреймворки и библиотеки. Одной из таких библиотек является jQuery. jQuery не просто библиотека, она включает в себя библиотеку jquery.ui, предназначенную для создания визуальных интерфейсов, jqyery.mobile, используемую при разработке мобильных сайтов и др.

Преимущества использования jQuery:

* Упрощение работы с кодом. jQuery предлагает простой элегантный синтаксис для манипулирования элементами на веб-странице.
* Расширяемость. Весь код jQuery открыт для просмотра и изменения, и его можно модифицировать. А также можно создавать плагины jQuery.
* Кроссбраузерность. jQuery имеет поддержку большинства известных браузеров.

**Подключение библиотеки jQuery**

Чтобы начать работать с данной библиотекой, надо ее скачать, например, с официального сайта разработчика <https://jquery.com/download/>. На странице загрузок можно найти несколько версий jQuery. На момент составления данного пособия последней доступной версией является 3.4.1. Хотя версии немного отличаются друг от друга, но эти отличия, как правило, не столь существенны, и базовый стержень и общие принципы у большинства версий по сути одни и те же.

Библиотека представлена в двух вариантах - Compressed или Monified (минимизированная) и Uncompressed (обычный). Минимизированные версии предоставляют ту же функциональность, что и обычные, но отличаются тем, что не содержат всяких необязательных символов, наподобие пробелов, комментариев и т.д., и поэтому в своем названии имею суффикс min, например, jquery-3.4.1.min.js. Поскольку они производительнее за счет меньшего объема, их рекомендуется использовать в реальном производстве.

Библиотека jquery подключается также, как и другие файлы javascript. Например:

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  <script src="jquery-3.4.1.min.js"></script>  </head>  <body>  </body>  </html> |

Создадим простую веб-страницу с использованием jquery:

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  <script src="jquery-3.4.1.min.js"></script>  </head>  <body>  <h2>Добро пожаловать в мир jQuery</h2>  <button id="btn1">jQuery</button>  <button id="btn2" onclick="alert('Мир JavaScript'); ">JavaScript</button>    <script type="text/javascript">  $(function(){      $("#btn1").click(function(){          $(this).css('background-color', 'red');          alert('Мир jQuery');      });  });  </script>  </body>  </html> |

Данная веб-страница, с одной стороны, применяет код jquery, с другой стороны, также демонстрирует отличие от использования стандартного кода javascript. На странице определены две кнопки. У одной кнопки определен обработчик onclick в самой разметке кнопки: onclick="alert('Мир JavaScript'); ". Другая кнопка делает практически тоже самое, но только с jquery. Для этой кнопки определен id (id="btn1"), с помощью которого в функции jquery можно ею управлять. В самом низу страницы определена функция jquery.

Выражение $(function(){}); - это и есть краткое определение функции jquery. Эту функцию принято помещать в конце документа, как в данном случае, перед закрывающем тегом body. Данная функция включает весь код на языке javascript, который будет выполняться при загрузке страницы.

Смысл использованного кода состоит в том, что мы получаем элемент кнопки в выражении $("#btn1") и затем вешаем на него обработчик нажатия. Фактически выражение $("#btn1").click будет аналогично использованию обработчика onclick в теле разметки кнопки. При этом не надо никак изменять разметку самой кнопки, что-то туда дописывать. Все делается в функции jquery: устанавливается цвет кнопки: $(this).css('background-color', 'red'); и выводится сообщение на экран.

В предыдущем примере библиотека подключалась непосредственно с локального диска, однако необязательно загружать библиотеку и размещать на локальном диске рядом с прочими файлами. Вместо этого можно использовать сети CDN (Content Delivery Networks). В данном случае сама библиотека будет находится физически в какой-либо сети CDN, и надо лишь указать на нее ссылку. Например, подключим библиотеку jquery, находящуюся в jQuery CDN:

|  |  |
| --- | --- |
|  | <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  <script src="<https://code.jquery.com/jquery-3.4.1.min.js>"></script>  </head> |

Также можно использовать и другие сети CDN: Google CDN, Microsoft CDN, Yandex CDN.

1. Функция jQuery.

Ключевым моментом в использовании данной библиотеки является функция jQuery. Эта функция запускается поле загрузки страницы. Поскольку, как правило, эта функция содержит код, манипулирующий элементами веб-страницы, то в этом случае надо, чтобы к моменту срабатывания функции jquery все эти элементы были загружены. Поэтому принято помещать эту функцию в самый низ html-страницы, например, перед закрывающим тегом body.

Если же в предыдущем примере с двумя кнопками код jquery размещался бы в секции head, то в этом случае произошла бы ошибка, поскольку к моменту подключения используемая в скрипте кнопка была бы еще не создана.

Функция jQuery имеет следующий синтаксис:

|  |  |
| --- | --- |
|  | jQuery(document).ready(function(){    // здесь код функции.  }); |

Формально описание функции jQuery: jQuery(объект). В данном случае в качестве объекта используется объект document, представляющий фактически всю структуру DOM веб-страницы. И к нему применяется обработчик ready, который и сигнализирует о том, что DOM-модель веб-страницы загружена. В качестве параметра обработчика используется безымянная функция обратного вызова, которая и срабатывает при загрузке веб-страницы.

Есть также еще один способ объявления, который также равнозначен предыдущему:

|  |  |
| --- | --- |
|  | $(document).ready(function(){    // здесь код функции.  }); |

Знак $ представляет псевдоним jQuery. Можно использовать и сокращенные записи функции jQuery:

|  |  |
| --- | --- |
|  | $(function(){    // здесь код функции.  }); |

Или так:

|  |  |
| --- | --- |
|  | jQuery(function(){    // здесь код функции.  }); |

Все приведенные здесь четыре варианта объявления функции jQuery будут равнозначны.

1. Cелекторы.

Одним из важных функциональностей jQuery является выборка элементов. Чтобы что-то делать с элементами, манипулировать ими, применять к ним методы jQuery, надо сначала их получить. Библиотека предоставляет удобный способ выбора элементов, основанный на селекторах. Достаточно передать в функцию jQuery селектор и можно получить нужный элемент, который соответствует данному селектору. Например, если необходимо получить все эелементы img, то можно использовать следующее выражение: $("img"). В данном случае "img" будет выступать в качестве селектора.

Рассмотрим основные селекторы jQuery, которые используются для выборки элементов.

**Базовые селекторы jQuery**

|  |  |  |
| --- | --- | --- |
| **Шаблон селектора** | **Описание** | **Пример** |
| $("\*") | Выборка всех элементов страницы | Например, выражение $("\*").css('background-color', 'red') окрасит все элементы страницы и саму страницу в красный цвет |
| $("Element") | Выборка всех элементов с данным именем тега | $("img") выбирает все элементы img  $("input") выбирает все элементы input |
| $("#id") | Выборка элемента с данным значением атрибута id | $("#btn1") выбирает элемент, у которого значение id равно btn1 (например, <div id="btn1"></div>) |
| $(".class") | Выборка всех элементов с данным значением атрибута class | $(".redStyle") выбирает элементы, у которого значение class равно redStyle (например, <div class="redStyle"></div>) |
| $("selector1,selector2,selectorN") | Выборка всех элементов, которые соответствуют указанным селекторам | Например, у нас есть такой код:  <div class="apple"></div>  <div class="apple"></div>  <div class="orange"></div>  <div class="banana"></div>  то селектор $(".apple, .orange") выберет элементы, выделенные жирным |

**Конкретизация выбора**

Можно использовать сразу несколько селекторов, чтобы более детально настроить выборку элементов. Например, есть такая веб-страница:

|  |  |
| --- | --- |
|  | <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  </head>  <body>  <h2>Словарь</h2>  <table id="tab">  <tr class="tabhead"><td><p>Слово</p></td><td><p>Перевод</p></td></tr>  <tr><td><p>table</p></td><td><p>таблица</p></td></tr>  <tr><td><p>apple</p></td><td><p>яблоко</p></td></tr>  </table>  <script src="jquery-3.4.1.min.js"></script>  <script type="text/javascript">  jQuery(document).ready(function(){        $("#tab").css('background-color', 'silver');  });  </script>  </body>  </html> |

В данном случае используется селектор #tab, то есть получаем таблицу, которая имеет id=tab. Выражение css('background-color', 'silver') устанавливает цвет элемента - в данном случае серебряный:

![](data:image/png;base64,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)

Но также можно использовать набор селекторов, чтобы более детально произвести действие. Например, надо, чтобы была закрашена только первая строка, которая имеет атрибут class="tabhead". Тогда можно использовать следующий селектор: $("#tab .tabhead"). В этом случае селектор выберет элемент с class="tabhead", который находится в элементе с id="tab".

При этом можно для сужения выборки использовать множество различных селекторов, например: $("div#menu a.redStyle"). К примеру данный селектор может найти такой элемент:

|  |  |
| --- | --- |
|  | <div id="menu">      <a href="m.tml" class="redStyle">Ссылка на сайт</a>  </div> |

В данном случае применен иерархический селектор, который подразумевает, что элемент по второму селектору должен находиться в элементе по первому селектору. Но кроме того, можно также применить еще ряд иерархических селекторов:

|  |  |  |
| --- | --- | --- |
| **Шаблон селектора** | **Описание** | **Пример** |
| родительский\_селектор > дочерний\_селектор | Выборка всех элементов, которые соответствуют второму селектору и являются дочерними для элементов первого селектора | Например, чтобы получить элемент ссылки в предыдущем примере можно использовать селектор $("#menu > a") |
| селектор1 + селектор2 | Выборка элементов с селектором 'селектор2', которые располагаются непосредственно за элементами 'селектор1'. Причем оба элемента должны находиться на одном уровне | Например, у нас есть следующий блок ссылок:  <div id="menu">  <a href="1.html" class="open">1.html</a>  <a href="2.html" class="closed">2.html</a>  <a href="3.html">3.html</a>  <a href="4.html" class="open">4.html</a>  <a href="5.html" class="closed">5.html</a>  <a href="6.html" class="open">6.html</a>  </div>  Тогда селектор $(".closed + .open") выберет те ссылки, которые выделены жирным, так как эти элементы с атрибутом class="open" идут непосредственно за элементами с атрибутом class="closed". |
| селектор1 ~ селектор2 | Выборка элементов с селектором 'селектор2', которые располагаются на одном уровне с элементами с селектором 'селектор1'. | Например, у нас есть следующий блок ссылок:  <div id="menu">  <a href="1.html" class="open">1.html</a>  <a href="2.html" class="closed">2.html</a>  <a href="3.html">3.html</a>  <a href="4.html" class="open">4.html</a>  <a href="5.html" class="closed">5.html</a>  <a href="6.html" class="open">6.html</a>  </div>  Тогда селектор $(".closed ~ .open") выберет те ссылки, которые выделены жирным, так как эти элементы с атрибутом class="open" находятся на одном уровне с элементами с атрибутом class="closed". |

**Селекторы атрибутов**

Чтобы сузить поиск кроме базовых и иерархических селекторов, рассмотренных выше, можно применять селекторы атрибутов. В данном случае jQuery будет возвращать элементы в зависимости от значений и определения указанных атрибутов.

|  |  |  |
| --- | --- | --- |
| **Шаблон селектора** | **Описание** | **Пример** |
| [attr] | Выборка всех элементов с атрибутом attr | Например, выражение $("a[class]") выберет все элементы ссылок, которые имеют атрибут class |
| [attr='value'] | Выборка всех элементов, у которых значение атрибута attr равно value | Например, выражение $("a[class='redStyle']") выберет все элементы ссылок, которые имеют атрибут class="redStyle" |
| [attr^='value'] | Выборка всех элементов, у которых значение атрибута attr начинается со строки value | Например, выражение $("a[class^='red']") выбрать элементы ссылок, которые имеют атрибут class="redStyle", так как слово 'redStyle' начинается на 'red'. |
| [attr$='value'] | Выборка всех элементов, у которых значение атрибута attr оканчивается на строку value | Например, выражение $("a[class$='Style']") выбрать элементы ссылок, которые имеют атрибут class="redStyle", так как слово 'redStyle' оканчивается на 'Style'. |
| [attr~='value'] | Выборка всех элементов, у которых атрибут attr имеет список значений, разделенных пробелом, и одно из этих значений равно value | Например, выражение $("a[class~='redStyle']") выбрать элементы ссылок, которые могут иметь следующее значение атрибута class="redStyle closed". |
| [attr\*='value'] | Выборка всех элементов, у которых значение атрибута attr имеет имеет подстроку value | Например, выражение $("a[class\*='Style']") выбрать элементы ссылок, которые могут иметь следующее значение атрибута class="redStyle1". |
| [attr|='value'] | Выборка всех элементов, у которых значение атрибута attr представляет либо значение value, либо список значений, разделенных дефисами, и первое значение в этом списке равно value | Например, выражение $("a[class|='red']") выбрать элементы ссылок, которые могут иметь следующее значение атрибута class="red-freeStyle-closed". |

**Контекст селекторов**

Выше использовалась такая запись для выборки элемента: $(селектор). Данное выражение просматривало все дерево DOM на соответствие элемента селектору. Однако можно ограничить поиск, применив контекст поиска. Контекст представляет собой селектор, в рамках которого надо производить выборку элементов. Например, есть такая веб-страница:

|  |  |
| --- | --- |
|  | <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  </head>  <body>  <div id="menu">      <p><a href="1.html" class="open">Ссылка 1</a></p>      <p><a href="2.html" class="open">Ссылка 2</a></p>  </div>  <p><a href="3.html" class="open">Ссылка 3</a></p>    <script src="jquery-3.4.1.min.js"></script>  <script type="text/javascript">  jQuery(document).ready(function(){        $(".open", "div#menu").css('background-color', 'silver');  });  </script>  </body>  </html> |

На странице есть три ссылки, у каждой определен один и тот же класс, но две из них находятся в элементе div и именно их надо получить. Тогда стоит использовать выражение $(".open", "div#menu") – здесь второй параметр-селектор будет являться контекстом выборки. А результатом в данном случае будет следующая страница:

![](data:image/png;base64,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)

Важно не путать это выражение с выборкой по множеству селекторов, например, $(".open, div#menu ") – это разные выражения, которые будут давать разный результат.

1. Фильтры jQuery.

В дополнение к селекторам применяются фильтры. Фильтры позволяют отфильтровать найденные элементы по определенному принципу. Применять фильтры также просто, как и селекторы. Например, можно получить элементы только с четными индексами:

|  |  |
| --- | --- |
|  | <!DOCTYPE html>  <html>  <head>  <title>Мир jQuery</title>  </head>  <body>  <table>  <tr><td>Слово</td><td>Перевод</td></tr>  <tr><td>Cabbage</td><td>Капуста</td></tr>  <tr><td>Carrot</td><td>Морковь</td></tr>  <tr><td>Potato</td><td>Картофель</td></tr>  <tr><td>Tomato</td><td>Помидор</td></tr>  </table>    <script src="jquery-3.4.1.min.js"></script>  <script type="text/javascript">  jQuery(document).ready(function(){        $("tr:even").css('background-color', 'silver');  });  </script>  </body>  </html> |

![](data:image/png;base64,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)В рассматриваемом примере есть таблица, и надо выделить цветом все четные строки. В этом случае стоит применить фильтр :even. Фильтр ставится после селектора: $("tr:even"). В результате все четные строки будут окрашены серым цветом.

Поскольку нумерация объектов начинается с нуля, то поэтому первая строка будет нулевой и, таким образом, попадает в число четных.

Можно выделить следующий набор базовых фильтров:

|  |  |
| --- | --- |
| **Фильтр** | **Описание** |
| :eq(n) | Выбирает n-й элемент выборки (нумерация начинается с нуля) |
| :even | Выбирает элементы с четными номерами |
| :odd | Выбирает элементы с нечетными номерами |
| :first | Выбирает первый элемент выборки |
| :last | Выбирает последний элемент выборки |
| :gt(n) | Выбирает все элементы с номером, большим n |
| :lt(n) | Выбирает все элементы с номером, меньшим n |
| :header | Выбирает все заголовки (h1, h2, h3) |
| :not(селектор) | Выбирает все элементы, которые не соответствуют селектору, указанному в скобках. Например, выражение $("tr:not(.even)") выберет все строки, у которых атрибут class не равен even. |

Специальный тип фильтров – фильтры контента обеспечивают доступ к элементам, имеющим определенное содержимое:

|  |  |
| --- | --- |
| **Фильтр** | **Описание** |
| :contains('text') | Получает все элементы, которые содержат текст text. |
| :has('селектор') | Получает все элементы, которые содержат хотя бы один дочерний элемент, соответствующий селектору |
| :empty | Получает все элементы, которые не имеют дочерних элементов |
| :first-child | Получает все элементы, которые являются первыми дочерними элементами в своих родителях |
| :last-child | Получает все элементы, которые являются последними дочерними элементами в своих родителях |
| :nth-child(n) | Получает все элементы, которые являются n-ными элементами в своих родителях (нумерация идет с единицы) |
| :nth-child(even) | Получает все элементы, которые являются четными элементами в своих родителях (нумерация идет с единицы). Так, в предыдущем примере с таблицей выражение $("tr:nth-child(even)") будет получать все те же элементы, что и выражение $("tr:odd") |
| :nth-child(odd) | Получает все элементы, которые являются нечетными элементами в своих родителях (нумерация идет с единицы) |
| :only-child | Получает все элементы, которые являются единственными дочерними элементами в своих родителях |
| :parent | Получает все элементы, которые имеют, как минимум, один дочерний элемент |

Например, если надо получить все элементы, содержащие текст Капуста, можно применить следующее выражение: $(":contains('Капуста')"). Либо можно с помощью селекторов конкретизировать поиск, например, вести выборку только в строках: $("tr:contains('Капуста')")

И третья группа – фильтры, которые позволяют получить определенные элементы html-форм или используют их атрибуты:

|  |  |
| --- | --- |
| **Фильтр** | **Описание** |
| :button | Получает все элементы button и элементы input с типом button |
| :checkbox | Получает все элементы checkbox |
| :checked | Получает все отмеченные элементы checkbox и radio |
| :disabled | Получает все элементы, которые находятся в неактивном состоянии |
| :enabled | Получает все элементы, которые находятся в активном состоянии |
| :file | Получает все элементы file (input type='file') |
| :input | Получает все элементы input |
| :hidden | Получает все скрытые элементы |
| :password | Получает все элементы password |
| :radio | Получает все элементы radio |
| :reset | Получает все элементы reset |
| :selected | Получает все отмеченные элементы option |
| :submit | Получает все элементы input с типом submit |
| :text | Получает все элементы input с типом text |
| :visible | Получает только видимые элементы |

Можно комбинировать в одном выражении несколько селекторов и фильтров: $('#results:odd:has('img')'). В данном случае осуществляется выбор всех нечетных элементов с id="results", которые содержат элементы img, то есть изображения.

1. Работа с выборкой.

Применение селекторов и фильтров возвращает набор элементов, к которому можно применить различные свойства и методы. Также поскольку набор элементов представляет собой массив, то можно обращаться с ним как с массивом.

Свойство length возвращает количество выбранных элементов: let num = $("tr:nth-child(odd)").length;

Поскольку возвращаемый в процессе выборки набор данных фактически является массивом, то можно получать элементы выборки по индексу: let firstElement = $("tr:nth-child(odd)")[0];. Например:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr:even");      for(let i=0;i<array.length;i++){          console.log(i.toString()+". " +array[i].innerHTML);      }  }); |

Альтернативой является использование метода get(index), который в качестве параметра принимает индекс элемента: let elem = $("tr:even").get(0);.

**Функция eq**

Еще одним способом обратиться к элементу является функция eq(index). Это функция в качестве параметра получает индекс элемента и возвращает новый набор, состоящий из одного элемента по данному индексу. Например:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr:even");      array.eq(1).css('background-color', 'silver');      array.eq(-1).css('background-color', 'silver');  }); |

Преимуществом такого подхода является то, что можно для результата функции eq использовать методы jQuery (например, css для установки стиля, как в данном случае). Кроме того, можно передать в функцию отрицательное значение. В этом случае отсчет будет производиться с конца.

**Получение первого и последнего элемента**

Поскольку разработчикам довольно часто приходилось в своих задачах получать последний и особенно первый элемент, то разработчики jQuery добавили специальные методы для их выборки: last и first соответственно.

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr:even");      let firstEl = array.first();      console.log("Первый элемент: " + firstEl.html());      let lastEl = array.last();      console.log("Последний элемент: " + lastEl.html());  }); |

**Перебор элементов выборки**

Кроме перебора в виде обычного массива в цикле, как в вышеприведенном варианте, можно использовать специальный метод each:

|  |  |
| --- | --- |
|  | $(function(){      $("tr:even").each(function(index, elem){          console.log(index + ". " + elem.innerHTML);      });  }); |

В метод each в качестве параметра передается безымянная функция, которая принимает два параметра: index - индекс элемента в наборе и elem - сам элемент.

**Индекс элемента**

Для определения индекса элемента в jQuery предназначен метод index(элемент). В качестве параметра передается элемент, индекс которого надо определить:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr:even");      let firstEl = array.first();      let index = array.index(firstEl);      console.log(index); //выведет 0  }); |

Также метод index может принимать в качестве параметра результат выборки функции jQuery:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr");      let index = array.index($("tr.tabhead"));      console.log(index);  }); |

**Метод add и добавление новых элементов**

С помощью метода add можно создать новый набор. Данный метод имеет следующие варианты синтаксиса:

* add(селектор): добавление элементов, соответствующих селектору, в набор;
* add(селектор, контекст): добавление элементов, но в данном случае поиск элементов ведется в рамках контекста;
* add(элемент): добавление в набор элемента;
* add(массив элементов): добавление массива элементов;
* add(html): добавление в набор элемента, представленного разметкой html (при этом добавление идет только в набор, а не на страницу);
* add(jQuery): добавление объекта, который является результатом функции jQuery.

Например, создадим начальную выборку из четных строк таблицы и добавим в нее первую строку из нечетных строк таблицы:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr:even").add("tr:odd:first");      //данное выражение эквивалентно следующему      // let array = $("tr:even, tr:odd:first");  }); |

В то же время вместо метода add можно применить набор селекторов, который бы дал тот же результат.

1. Фильтрация выборки.

Ранее рассматривались фильтры селекторов, которые помогают произвести более качественную выборку. В jQuery также присутствуют специальные методы, предназначенные для фильтрации, которые фактически имеют тот же самый эффект, что и фильтры селекторов.

**Метод filter**

Метод filter(условие) принимает в качестве параметра условие фильтрации. И если элементы выборки не соответствуют этому условию, то они исключаются из выборки. В зависимости от того, что представляет собой условие, данный метод имеет следующие варианты использования:

* filter(селектор): если объекты выборки не удовлетворяют селектору, то они исключаются;
* filter(элемент): если объекты выборки не представляют данный элемент html, то они исключаются;
* filter(jQuery): если объекты выборки не представляют данный объект jQuery, то они исключаются;
* filter(функция): для каждого элемента выборки вызывается функция, и если эта функция возвращает false, то элемент исключается из выборки

Например, выберем все элементы с атрибутом class="header", которые также являются элементами строк таблицы:

|  |  |
| --- | --- |
|  | $(function(){      //Фильтрация по селектору      let array = $(".header").filter("tr");      array.css('background-color', 'silver');        // Фильтрация по элементу html      let elem = document.getElementsByTagName("tr")[0];      let array1 = $(".header").filter(elem);      array1.css('background-color', 'silver');  }); |

Данный вариант является аналогом выражения $("tr.header"), поэтому того же результата можно добиться, скомбинировав селекторы.

Пример с использованием функции:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr").filter(function(){          if($(this).hasClass("header")) { return true;}          else {return false;}      });      array.css('background-color', 'silver');  }); |

Функция вызывается для каждого элемента, а текущий элемент получаем с помощью выражения $(this). Далее с помощью метода hasClass("header") определяем, содержит ли текущий элемент класс header. И если содержит, то возвращаем true.

**Метод not**

Противоположным по действию по сравнению с методом filter является метод not. Он исключает из выборки те элементы, которые соответствуют условию. Данный метод может иметь следующие варианты использования:

* not(селектор): если объекты выборки удовлетворяют селектору, то они исключаются;
* not(элемент): если объекты выборки представляют данный элемент html, то они исключаются;
* not(jQuery): если объекты выборки представляют данный объект jQuery, то они исключаются;
* not(функция): для каждого элемента выборки вызывается функция, и если эта функция возвращает true, то элемент исключается из выборки.

Например, можно в предыдущем примере заменить filter на метод not и тогда получим противоположный результат:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr").not(function(){          if($(this).hasClass("header")) { return true;}          else {return false;}      });      array.css('background-color', 'silver');  }); |

**Метод slice**

Метод slice(begin, end) исключает из выборки те элементы, которые не попадают в диапазон, задаваемый параметрами begin и end. Подразумевается, что индексация начинается с 0. Негативные индексы означают, что выборка ведется с конца набора. Необязательный параметр end задает позицию с которой выборка элементов уже прекращена, если этот параметр отсутствует, то выборка ведется до конца набора:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr").slice(1,4);      array.css('background-color', 'silver');  }); |

В данном случае итоговая выборка будет содержать 3 элемента tr. Второй вариант функции slice предполагает задание одного параметра – начального индекса, с которого ведется выборка:

|  |  |
| --- | --- |
|  | $(function(){      let array = $("tr").slice(3);      array.css('background-color', 'silver');  }); |

В этом случае в выборку будут включены все объекты, начиная с 4-го.

**Метод has**

Метод has(вложенный элемент) проверяет объект на наличие вложенного элемента. И если объект содержит вложенный элемент, то этот объект остается в выборке. Он может иметь следующие варианты вызова:

* has(селектор): если объекты содержат элемент, соответствующий селектору, то они остаются в выборке;
* has(элемент): если объекты содержат данный элемент html, то они остаются в выборке.

Например, на странице есть список с вложенными списками. И надо выделить тот элемент списка, который имеет вложенный список:

|  |  |
| --- | --- |
|  | <ul>      <li>Пункт 1</li>      <li>Пункт 2          <ul>              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3</li>  </ul> |

Тогда можно использовать следующее выражение: $('li').has('ul').css('background-color', 'silver');

**Преобразование выборки и метод map**

Метод map(callback) предназначен для преобразования элементов выборки с помощью функции, которая передается в параметре callback. А данная функция отбирает элементы из имеющегося для нового набора и на выходе возвращает этот новый набор. Воспользуемся примером с вложенными списками:

|  |  |
| --- | --- |
|  | <ul>      <li>Пункт 1</li>      <li>Пункт 2          <ul>              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3</li>  </ul> |

Теперь отберем только те элементы, которые имеют вложенные списки:

|  |  |
| --- | --- |
|  | $(function(){        let array = $('li').map(function(index,elem){          return $(elem).children()[0];      });        array.each(function(index, elem){          console.log(elem.innerHTML);      });      array.css('background-color', 'silver');  }); |

Функция, передаваемая в метод map, пробегает по всем элементам выборки и принимает два параметра: index - индекс перебираемого элемента в выборке и elem - сам перебираемый элемент. Получив текущий элемент при переборе, можно провести с ним некоторые манипуляции и определить, должен он или какие-то другие элементы попасть в новую выборку.

Так, в данном случае передаем перебираемый элемент в функцию jQuery, чтобы стали доступными методы jQuery, и получаем первый вложенный список: $(elem).children()[0]; (метод children помогает получить вложенные или дочерние элементы).

Далее можно управлять результирующим набором так же, как и любой другой выборкой, например, перебирать, устанавливать свойства и т.д.

**Метод is**

Метод is (условие) определяет, имеются ли в данной выборке объекты, соответствующие условию. В зависимости от условия данный метод имеет следующие варианты использования:

* is(селектор): проверяет, соответствует ли хотя бы один объект выборки селектору;
* is(элемент): проверяет, присутствует ли в выборке данный элемент html;
* is(jQuery): проверяет, присутствует ли в выборке данный объект jQuery;
* is(функция): поиск в выборке объектов, соответствующих данному элементу html.

На выходе метод is возвращает булевое значение: true, если хотя бы один элемент выборки соответствует условию, и false, если такого соответствия не найдено. Например, есть такая разметка:

|  |  |
| --- | --- |
|  | <ul class="menu">      <li>Пункт 1</li>      <li>Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3</li>  </ul> |

Используем метод is:

|  |  |
| --- | --- |
|  | let lists = $('ul');  if(lists.is('.submenu')){      lists.css('background-color', 'silver');  } |

Поскольку один из элементов списка содержит вложенный подсписок с классом submenu, то метод is взвратит true, и, следовательно, весь список будет закрашен.

1. Поиск в выборке.

Для поиска в выборке предназначен метод find. Он имеет следующие варианты использования:

* find(селектор): поиск в выборке объектов, соответствующих селектору;
* find(элемент): поиск в выборке объектов, соответствующих данному элементу html;
* find(jQuery): поиск в выборке объектов, соответствующих объекту jQuery.

Метод find на выходе возвращает новую выборку. Например, есть следующая разметка меню в виде списков:

|  |  |
| --- | --- |
|  | <ul class="menu">      <li>Пункт 1</li>      <li>Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3          <ul class="submenu">              <li>Подпункт 3.1</li>              <li>Подпункт 3.2</li>          </ul>      </li>  </ul> |

Теперь последовательно осуществим поиск п селектору, элементу и объекту jQuery:

|  |  |
| --- | --- |
|  | $(function(){      // поиск по селектору      let array0 = $('ul').find('.submenu');      array0.css('background-color', 'silver');        // поиск по элементу      // получаем первый элемент выборки      let elem = $('ul.submenu')[0];      let array1= $('ul').find(elem);      array1.css('background-color', 'gray');        // Поиск объекта jQuery      let jQueryObject = $('ul.submenu');      let array2= $('ul').find(jQueryObject);      array2.css('color', 'blue');  }); |

1. Навигация по странице.

Кроме выборки и фильтрации jQuery предлагает ряд методов для обхода по объектам набора и выбора из них, тех которые нужны.

**Получение дочерних элеметов и метод children**

Для получения дочерних элементов объекта можно использовать метод children([селектор]):

|  |  |
| --- | --- |
|  | <ul class="menu">      <li>Пункт 1</li>      <li>Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3          <ul>              <li>Подпункт 3.1</li>              <li>Подпункт 3.2</li>          </ul>      </li>  </ul> |

Теперь получим дочерние узлы, как без селектора, так и с применением селектора:

|  |  |
| --- | --- |
|  | // дочерние узлы без селектора  let lists = $('li').children('');  lists.each(function(index, elem){      console.log(elem.innerHTML);  });    //дочерние узлы по селектору  let lists2 = $('li').children('.submenu');  lists2.each(function(index, elem){      console.log(elem.innerHTML);  }); |

В первом случае метод children не использует селектор, поэтому он выбирает все дочерние узла элементов li. То есть результатом будут два элемента ul:

|  |  |
| --- | --- |
|  | <ul class="submenu">      <li>Подпункт 2.1</li>      <li>Подпункт 2.2</li>  </ul>  <ul>      <li>Подпункт 3.1</li>      <li>Подпункт 3.2</li>  </ul> |

Во-втором случае в метод children передается селектор – имя класса дочернего списка, поэтому в этом случае в выборке окажется только первый список, так как только он имеет класс submenu.

**Метод closest**

Метод closest(условие) возвращает ближайшего родителя по отношению к данному элементу. Имеет следующие варианты использования:

* closest(селектор[, контекст]): возвращает ближайшего родителя, соответствующего селектору. В качестве необязательного параметра может принимать контекст, в рамках которого будет проводиться поиск;
* closest(элемент): возвращает ближайшего родителя, соответствующего элементу html;
* closest(jQuery): возвращает ближайшего родителя, соответствующего объекту jQuery.

Итак, найдем ближайших родителей для узлов li:

|  |  |
| --- | --- |
|  | <ul class="menu">      <li>Пункт 1</li>      <li>Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li>Пункт 3          <ul>              <li>Подпункт 3.1</li>              <li>Подпункт 3.2</li>          </ul>      </li>  </ul>  <script type="text/javascript">  $(function(){      let list = $('li').closest('ul.submenu');      list.each(function(index, elem){          console.log(elem.innerHTML);      });  });  </script> |

В итоге метод closest вернет первый вложенный список, поскольку он имеет класс submenu.

**Метод next и последующие элементы**

Для получения следующего по порядку элемента, находящегося на одном уровне с текущим, используется метод next(селектор). Этот метод может принимать необязательный селектор и возвращает элемент, находящийся после текущего.

В данном случае важно понимать, что метод next работает только с элементами одного уровня, или сиблингами (сестрами). Сиблинги (сестры) – это элементы, которые имеют одного общего родителя и находятся на одном уровне. Например:

|  |  |
| --- | --- |
|  | <h2 class="header">Заголовок</h2>  <ul class="menu">      <li class="punkt1">Пункт 1</li>      <li class="punkt2">Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li class="punkt3">Пункт 3</li>  </ul> |

В данном случае сиблингами будут являться заголовок h2 и весь следующий список с классом menu. Если посмотреть вглубь списка, то здесь сиблингами будут элементы списка с классами punkt1, punkt2, punkt3. При этом, поскольку эти элементы находятся с заголовкм h2 на разных уровнях, то по отношению к заголовку они не будут сиблингами.

Применим метод next, получив следующий элемент после первого элемента списка:

|  |  |
| --- | --- |
|  | let lists = $('li.punkt1').next();  lists.each(function(index, elem){      console.log(elem.innerHTML);  }); |

В данном случае метод next вернет элемент <li class="punkt2">, поскольку он идет следующим за элементом li с классом punkt1, который получен в выражении $('li.punkt1').

Можно также получить все следующие элементы одного уровня по отношению к текущему, использовав метод nextAll([селектор]). Этот метод также может принимать в качестве необязательного параметра селектор, сужающий выборку:

|  |  |
| --- | --- |
|  | // без селектора  let lists = $('li.punkt1').nextAll();  lists.each(function(index, elem){      console.log(elem.innerHTML);  });    // c селектором  let lists1 = $('li.punkt1').nextAll('.punkt3');  lists1.each(function(index, elem){      console.log(elem.innerHTML);  }); |

В первом случае в выборке окажутся все элементы одного уровня, которые находятся после элемента li с классом punkt1. Во втором же случае в выборке будут только те следующие элементы, класс которых – punkt3. Кроме того, получить следующие элементы одного уровня с текущим можно с помощью метода nextUntil([селектор]). Если использовать данный метод без селектора, то его действие аналогично методу nextAll.

Если применить селектор, то тогда поиск следующих элементов будет производиться до того элемента, который соответствует селектору. Например:

|  |  |
| --- | --- |
|  | let lists = $('li.punkt1').nextUntil('li.punkt3');  lists.each(function(index, elem){      console.log(elem.innerHTML);  }); |

В данном случае осуществляется поиск всех элементов списка до того элемента, класс которого равен punkt3.

**Метод prev и предыдущие элементы**

На группу методов next/nextAll/nextUntill похожа группа методов prev/prevAll/prevUntil. Метод prev имеет похожее действие на элементы одного уровня, только получает предыдущие элементы по отношению к текущему. Возьмем для примера использованную разметку списком и применим метод prev:

|  |  |
| --- | --- |
|  | let lists = $('li.punkt3').prev();  lists.each(function(index, elem){      console.log(elem.innerHTML);  }); |

Метод prev также может принимать в качестве параметра селектор, сужающий диапазон элементов выборки. Подобно методу nextAll можно использовать метод prevAll([селектор]):

|  |  |
| --- | --- |
|  | // без селектора  let lists = $('li.punkt3').prevAll();  lists.each(function(index, elem){      console.log(elem.innerHTML);  });    // c селектором  let lists1 = $('li.punkt3').prevAll('.punkt1');  lists1.each(function(index, elem){      console.log(elem.innerHTML);  }); |

Аналогично использованию метода nextUntil применение метода prevUntil([селектор]):

|  |  |
| --- | --- |
|  | let lists = $('li.punkt3').prevUntil('li.punkt1');  lists.each(function(index, elem){      console.log(elem.innerHTML);  }); |

**Получение всех элементов одного уровня (сиблингов)**

Метод siblings([селектор]) представляет собой комбинацию методов nextAll и prevAll и позволяет получить всех сиблингов текущего элемента.

|  |  |
| --- | --- |
|  | let lists = $('.punkt2').siblings(); |

В этом случае переменная lists будет содержать набор из предыдущего элемента punkt1 и следующего элемента punkt3.

**Методы parent/parents и получение родителей**

Метод parent([селектор]) возвращает непосредственных родителей для данного элемента. Например, возьмем предыдущую разметку со списками:

|  |  |
| --- | --- |
|  | <body>  <ul class="menu">      <li class="punkt1">Пункт 1</li>      <li class="punkt2">Пункт 2          <ul class="submenu">              <li>Подпункт 2.1</li>              <li>Подпункт 2.2</li>          </ul>      </li>      <li class="punkt3">Пункт 3</li>  </ul>  </body> |

В даном случае для списка menu непосредственным родителем будет элемент body. А для элементов li непосредственным родителем будет элемент ul:

|  |  |
| --- | --- |
|  | let lists = $('.menu').parent(); |

Используя селектор, можно конкретизировать родителя на соответствие данному селектору.

Похожим действием обладает метод parents([селектор]). Только он возвращает не только непосредственных родителей, но и вообще всех родителей вплоть до элемента самого верхнего уровня - то есть элемента html. Например, получим всех родителей для первого элемента списка:

|  |  |
| --- | --- |
|  | $('.punkt1').parents(); |

Это выражение вернет следующую цепочку родителей: ul->body->html.

Можно ограничить возвращаемый набор родителей, использовав селектор или применив еще один метод – метод parentsUntil([селектор]). Этот метод ограничивает восхождение по дереву родителей элементом, соответствующим селетору. Например, чтобы родители не выходили за пределы элемента body:

|  |  |
| --- | --- |
|  | $('.punkt1').parentsUntil('body'); |

1. Атрибуты и свойства элементов.

Библиотека jQuery предлагает инструментарий для манипуляции свойствами и атрибутами элементов.

Атрибуты – это элементы разметки элементов, такие как id, style, class и ряд других. Свойства же представляют элементы объектов javascript.

Несмотря на такое различие, между свойствами и атрибутами имеет сопоставление. Так, атрибут id будет соответствовать свойству id. Например, у нас есть ссылка:

|  |  |
| --- | --- |
|  | <a href="1.html" id="link1">Ссылка</a>  <script type="text/javascript">  $(function(){      let ahref=document.getElementsByTagName('a')[0]      console.log(ahref.id); // выведет link1  });  </script> |

То есть на консоль выведет значение атрибута id. В то же время не для всех атрибутов есть одноименные классы. Так, атрибуту class соответствует свойство className.

**Изменение свойств**

Для работы со свойствами в jQuery имеется метод prop(). Чтобы получить значения свойства, надо передать в этот метод имя свойства. Например, можно получить все адреса ссылок на странице:

|  |  |
| --- | --- |
|  | $('a').each(function(index,elem){      console.log($(elem).prop('href'));  }); |

Чтобы изменить значение свойства, надо просто передать в качестве второго параметра новое значение:

|  |  |
| --- | --- |
|  | $('a').first().prop('href','33.html'); |

После этого первая ссылка на странице будет иметь в качестве адреса страницу 33.html.

**Удаление свойств**

Для удаления свойств можно использовать метод removeProp('имя\_свойства'):

|  |  |
| --- | --- |
|  | $('a').first().removeProp('href'); |

После этого свойству будет присвоено новое значение: undefined, которое будет указывать, свойство не определено.

**Работа с атрибутами**

Работа с атрибутами во многом похожа на работу со свойствами. Так, чтобы получить значение атрибута элемента, надо использовать метод attr('имя\_атрибута'):

|  |  |
| --- | --- |
|  | $('a').each(function(index,elem){      console.log($(elem).attr('href'));  }); |

Действие данного метода аналогично тому, что приводилось для метода prop: вывод на консоль всех адресов ссылок. А передавая в качестве второго параметра в метод attr некоторое значение, можно установить новое значение атрибута:

|  |  |
| --- | --- |
|  | $('a').first().attr('href','33.html'); |

И также для удаления значений атрибутов можно использовать метод removeAttr('имя\_атрибута'):

|  |  |
| --- | --- |
|  | $('a').first().removeAttr('href'); |

Обратите внимание, если в случае с удалением свойства через метод removeProp соответствующий свойству атрибут оставался, только ему присваивалось значение свойства, то есть undefined, то при удалении атрибута через removeAttr атрибут удаляется из разметки элемента.

**Пользовательские атрибуты html5**

В HTML5 была введена такая функциональность, как пользовательские атрибуты. Их суть в том, что можно применить к элементу дополнительные атрибуты, которые будут хранить некоторое дополнительное значение. Подобные атрибуты начинаются с префикса data-, после которого идет собственно название атрибута и его значение. Например, в следующем примере добавим атрибут data-year, который будет хранить год:

|  |  |
| --- | --- |
|  | <ul data-year="2010">      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>  </ul> |

Для работы с подобными атрибутами используется метод data. Он имеет следующие варианты использования:

* data('имя атрибута'): получает значение атрибута первого элемента набора. В качестве параметра передается имя атрибута без префикса data-.

Так, можно получить значение атрибута из предыдущего примера следующим образом:

|  |  |
| --- | --- |
|  | console.log($('ul').data('year')); |

* data(): возвращает объект javascript, который содержит набор атрибутов и их значений в виде пар ключ-значение.

Например, есть элемент с двумя атрибутами:

|  |  |
| --- | --- |
|  | <ul data-year="2010" data-description="lang"> |

Тогда метод data() вернул бы объект {description:'lang', year:'2010'}. И чтобы получить значение отдельного атрибута, можно написать так:

|  |  |
| --- | --- |
|  | console.log($('ul').data().year); |

* data('атрибут', 'новое значение'): устанавливает в качестве значения атрибута строку, переданную в качестве второго параметра:

|  |  |
| --- | --- |
|  | $('ul').first().data('year', '2012'); |

* В качестве нового значения может выступать и целый объект javascript, а данный атрибут будет содержать в качестве значения весь этот объект:

|  |  |
| --- | --- |
|  | $('ul').first().data('lang', { rate: "tiobe", year: 2012 }); |

Если же надо удалить атрибут, то для этого нужно применить метод removeData('название\_атрибута'):

|  |  |
| --- | --- |
|  | $('ul').removeData('year'); |

1. Изменение стилей CSS.

**Получение стиля**

Для работы со стилями применяется метод css(). Чтобы получить значение нужного свойства, надо передать в этот метод в качестве параметра название свойства:

|  |  |
| --- | --- |
|  | console.log($('body').css('font-size')); |

**Изменение стиля**

Чтобы изменить стиль, во-первых, можно передать в метод css в качестве второго параметра новое значение свойства:

|  |  |
| --- | --- |
|  | $('a').css('font-weight', 'bold'); |

Во-вторых, можно изменить стиль с помощью функции, которая также передается в качестве второго параметра метода css. Например, изменим цвет шрифта ссылок:

|  |  |
| --- | --- |
|  | $('a').css('color', function(index, oldValue){          if(oldValue=='rgb(0, 0, 238)')          {return 'red';}          else          {return 'green';}      }); |

В зависимости от того, какое было старое значение oldValue элемента для данного свойства, функция возвращает новое значение для каждого элемента выборки.

В-третьих, можно передать массив свойств для установки:

|  |  |
| --- | --- |
|  | $('a').css({'color':'red', 'cursor':'pointer', 'font-size': '14px'}); |

Здесь в качестве параметра передаем объект javascript, в котором устанавливаем для нужных свойств новые значения.

Иногда необходимо увеличить или уменьшать свойства относительно текущего значения на определенное количество. В этом случае можно написать так:

|  |  |
| --- | --- |
|  | $('a').css({'font-size': '-=1', 'margin-left': '+=10'}); |

**Установка ширины и высоты**

Несмотря на то, что можно манипулировать свойствами width и height через метод css, можно также использовать одноименные методы width() и height():

|  |  |
| --- | --- |
|  | let div = $('div').first();  let newWidth=div.width()+150;  div.width(newWidth);  let newHeight = div.height()+50;  div.height(newHeight); |

1. Использование классов в jQuery.

**Добавление класса**

Для добавления к элементу класса применяется метод addClass('названия\_классов'), который в качестве параметра принимает название класса. Поскольку для одного элемента можно определить несколько классов, то и в данном случае можно передать в метод addClass строку, содержащую несколько классов, разделенных пробелами:

|  |  |
| --- | --- |
|  | $('ul').first().addClass("redStyle");  // добавление двух классов  $('div').first().addClass("black visible"); |

**Удаление класса**

Для удаления класса используется метод removeClass('названия\_классов'). Данный метод также принимает набор имен классов, разделенных пробелами. И если у элемента имеется такой класс, то он удаляется:

|  |  |
| --- | --- |
|  | $('div').first().removeClass("black visible"); |

**Метод hasClass**

Нередко бывает нужно проверить, имеет ли тот или иной элемент какой-нибудь класс, особенно это бывает необходимо, если классы добавляются динамически. В этом случае может помочь метод hasClass('названия\_классов'). И если содержит класс, то данный метод возвращает true, иначе false.

|  |  |
| --- | --- |
|  | if($('ul').first().hasClass("redStyle")){      console.log('Список содержит класс redStyle');  }  else{      console.log('Список не содержит класс redStyle');  } |

**Переключение классов**

Переключение классов осуществляется с помощью метода toggleClass('название\_класса'). В качестве параметра принимается название класса, который будет присвоен элементу. Например, сделаем переключение класса у кнопки по ее нажатию:

|  |  |
| --- | --- |
|  | <style>  .redStyle {color:red;}  </style>  <!------------------------------------------->  <button class="redStyle">Переключить стиль</button>  <script type="text/javascript">  $(function(){          $('button').click(function(){              $(this).toggleClass("redStyle");          }      });  });  </script> |

Здесь кнопке назначен обработчик события click. Сам обработчик передается в виде функции в качестве параметра. В этой функции переключаем класс redStyle с помощью метода toggleClass("redStyle") – если класс есть, он удаляется, а если его нет, то он добавляется.

1. Содержимое элементов.

Библиотека jQuery представляет удобный инструментарий для работы с содержимым элемента в виде методов html и text.

**Работа с разметкой**

Для получения или установки разметки используется метод html, который имеет следующие варианты использования:

* html(): получает разметку html первого элемента в наборе;
* html('новая\_разметка'): устанавливает в качестве разметки элемента код html, переданный в качестве параметра;
* html(функция): установка разметки с помощью функции.

Получим и изменим разметку элемента:

|  |  |
| --- | --- |
|  | // получение разметки для элемента списка и вывод ее в консоль  let html = $('li.punkt2').html();  console.log(html);    // установка новой разметки элемента списка  $('li.punkt1').html("Пункт 1 <ul class='submenu'><li>Подпункт 1.1</li></ul>") |

Новая разметка полностью затирает старую. Если надо просто добавить кусок разметки к старой, то можно присоединить новую разметку к старой:

|  |  |
| --- | --- |
|  | let oldHtml = $('div.header').html();  $('div.header').html(oldHtml+"<p> Новый параграф</p>") |

Также можно использовать функцию, которая пробегает по всем элементам выборки и в качестве параметров принимает текущий индекс элемента в выборке и его текущую разметку. С помощью функции можно переписать предыдущий пример следующим образом:

|  |  |
| --- | --- |
|  | $('div.header').html(function(index,oldValue){      console.log("Старая разметка: " +oldValue);      return oldValue+"<p> Новый параграф</p>";  }); |

**Работа с текстом элемента**

Для работы с тексом используется метод text(), действие которого во многом похоже на действие метода html, только вместо разметки управляем текстом элемента:

* text(): получает текст первого элемента в наборе;
* text('новый\_текст'): устанавливает в качестве текста элемента строку, переданную в качестве параметра;
* text(функция): установка текста с помощью функции.

|  |  |
| --- | --- |
|  | let oldText = $('div.header').text();  console.log(oldText);    $('div.header').text("Название статьи");    // использование функции  $('div').first().text(function(index,oldValue){      console.log("Старый текст: " +oldValue);      return "Новый текст";  }); |

Однако метод text следует использовать с осторожностью. Если элемент имеет внутреннюю разметку, то она полностью замещается новым текстовым содержимым. Поэтому в случае, если надо изменить текст без изменения разметки, то лучше применять другие методы.

**Работа с элементами форм**

Для получения значений элементов форм используется метод val(). По принципу действия он похож на методы html() и text(), только используется для установки значений компонентов форм.

* val(): получает значение первого элемента в наборе;
* val('новое\_значение'): устанавливает в качестве значения элемента строку, переданную в качестве параметра;
* val(функция): установка значения с помощью функции.

|  |  |
| --- | --- |
|  | <input type="text" value="Введите значение" />  <script type="text/javascript">  $(function(){      // получение значения текстового поля      let oldValue = $('input[type="text"]').val();      console.log(oldValue);        $('input[type="text"]').first().val("Введите логин");        // использование функции для установки значения      $('input[type="text"]').first().val(function(index,oldValue){          console.log("Старое значение: " +oldValue);          return "Введите пароль";      });  });  </script> |

1. Создание и добавление дочерних элементов.

**Создание новых элементов**

Для создания новых элементов разметки html можно использовать функцию jQuery, передав ей в качестве параметра код добавляемой разметки:

|  |  |
| --- | --- |
|  | let newList=$('<ul><li>Item1</li><li>Item2</li></ul>');  console.log(newList.html()); |

Здесь создается новый элемент, при этом он пока еще не добавляется в html-разметку веб-страницы.

**Метод clone**

Альтернативным способом создания новых элементов представляет метод clone. Данный метод просто клонирует разметку уже существующего элемента:

|  |  |
| --- | --- |
|  | let newList=$('ul').first().clone();  console.log(newList.html()); |

**Добавление элементов**

Само создание элементов было бы бесполезным, если бы нельзя было их добавить в структуру веб-страницы. Для добавления jQuery предоставляет пару методов append/prepend.

**Метод append**

Метод append добавляет элемент в конец элемента выборки. Он имеет следующие варианты использования:

* append('разметка html'): вставляет указанную в параметре разметку html в конец элемента выборки;
* append(элемент): вставка элемента в конец элемента выборки;
* append(jQuery): вставка объекта jQuery в конец элемента выборки;
* append(функция): в конец элемента выборки вставляется строка с разметкой html, элемент html или объект jQuery, которые возвращаются функцией.

Например, у нас есть следующий список:

|  |  |
| --- | --- |
|  | <ul id="langs">      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>  </ul> |

Применим метод append:

|  |  |
| --- | --- |
|  | // вставка строки кода  $('#langs').append('<li>C#</li>');    // вставка элемента  let jsItem = document.createElement('li');  jsItem.innerHTML='JavaScript';  $('#langs').append(jsItem);    //вставка объекта jQuery  let vbItem = $('<li>Visual Basic</li>');  $('#langs').append(vbItem); |

В результате итоговый список будет выглядеть следующим образом:

|  |  |
| --- | --- |
|  | <ul id="langs">      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>      <li>C#</li>      <li>JavaScript</li>      <li>Visual Basic</li>  </ul> |

Использование функции:

|  |  |
| --- | --- |
|  | $('ul#langs').append(function(index,html){      return $('<li>JavaScript</li>');  }); |

Функция вызывается для каждого элемента выборки и принимает два аргумента: index – индекс текущего перебираемого элемента выборки и html – разметка текущего элемента выборки. На выходе в данном случае возвращается объект jQuery, хотя также можно вернуть и просто строку с разметкой и элемент html.

**Метод prepend**

Метод prepend похож на метод append, только добавляет новый элемент в начало элемента выборки. Он имеет следующие варианты использования:

* prepend('разметка html'): вставляет указанную в параметре разметку html в начало элемента выборки;
* prepend(элемент): вставка элемента в начало элемента выборки;
* prepend(jQuery): вставка объекта jQuery в начало элемента выборки;
* prepend(функция): в начало элемента выборки вставляется строка с разметкой html, элемент html или объект jQuery, которые возвращаются функцией.

Применим метод prepend:

|  |  |
| --- | --- |
|  | // вставка строки кода  $('#langs').prepend('<li>C#</li>');    // вставка элемента  let jsItem = document.createElement('li');  jsItem.innerHTML='JavaScript';  $('#langs').prepend(jsItem);    //вставка объекта jQuery  let vbItem = $('<li>Visual Basic</li>');  $('#langs').prepend(vbItem); |

Применение функции будет аналогично ее использованию в методе append. В результате итоговый список будет выглядеть следующим образом:

|  |  |
| --- | --- |
|  | <ul id="langs">      <li>Visual Basic</li>      <li>JavaScript</li>      <li>C#</li>      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>  </ul> |

**Методы appendTo и prependTo**

Методы appendTo и prependTo добавляют объекты в качестве дочерних к элементу, который указан в параметре метода. Например, выше добавлялись элементы в список. Частично перепишем пример, использовав appendTo и prependTo:

|  |  |
| --- | --- |
|  | // вставка в объект jQuery  $('<li>C#</li>').prependTo('#langs');    // вставка в элемент html  let list = document.getElementById('langs');  $('<li>JavaScript</li>').appendTo(list); |

Методы appendTo и prependTo в качестве параметров могут принимать либо объект jQuery, либо элемент html. В первом случае сначала создаем объект jQuery из разметки ($('<li>C#</li>')) и затем добавляем его в начало элемента, у которого id=langs. Во втором случае, получаем элемент списка с помощью метода JavaScript и затем в конец этого элемента добавляем разметку html с помощью метода appendTo.

1. Обертывание элементов.

В предыдущем вопросе дочерние элементы вставляли в уже существующий элемент. Но также можно создать новый элемент и обернуть в него уже существующие. Для этого используется метод wrap() и похожие методы wrapAll() и wrapInner(). Например, может понадобиться обернуть некоторые элементы в новый элемент div. Для этого и предназначены вышеназванные методы.

**Метод wrap**

Метод wrap обертывает элементы выборки тем элементом, которые передается в качестве аргумента в данный метод. Он имеет следующие варианты использования:

* wrap('разметка html'): обертывает элементы выборки в элемент, создаваемый из разметки html;
* wrap(элемент): обертывает элементы выборки в элемент html, переданный в качестве параметра;
* wrap('селектор'): обертывает элементы выборки в элемент документа, соответствующий селектору;
* wrap(jQuery): обертывает элементы выборки в объект jQuery;
* wrap(функция): обертывает элементы выборки в объект, возвращаемый функцией.

Пусть есть следующая разметка:

|  |  |
| --- | --- |
|  | <ul class="langs">      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>  </ul> |

Обернем список с помощью метода wrap:

|  |  |
| --- | --- |
|  | $('.langs').wrap('<div class="redStyle"></div>'); |

После этого разметка будет выглядеть следующим образом:

|  |  |
| --- | --- |
|  | <div class="redStyle">  <ul class="langs">      <li>Java</li>      <li>C/C++</li>      <li>PHP</li>  </ul>  </div> |
|  |  |

Подобным образом можно использовать и другие способы использования метода wrap:

|  |  |
| --- | --- |
|  | let header = document.getElementById('header');  $('.langs').wrap(header); |

Обратите внимание, что в данном случае список вставляется не в существующий элемент, а просто существующий элемент клонируется, и в эту копию обертывается список.

**Метод wrapAll**

Для обертки всех элементов выборки как единого целого в один элемент используется метод wrapAll. Он имеет похожие варианты использования:

* wrapAll('разметка html'): обертывает все элементы выборки в один элемент, создаваемый из разметки html;
* wrapAll(элемент): обертывает все элементы выборки в один элемент html, переданный в качестве параметра;
* wrapAll('селектор'): обертывает все элементы выборки в один элемент, соответствующий селектору;
* wrapAll(jQuery): обертывает все элементы выборки в один объект jQuery.

Например, имеется следующая разметка:

|  |  |
| --- | --- |
|  | <div class="lang">Java</div>  <div class="lang">C/C++</div>  <div class="lang">PHP</div> |

Обернем все эти элементы в один элемент div:

|  |  |
| --- | --- |
|  | $('.lang').wrapAll('<div class="langs"></div>'); |

После этого разметка будет выглядеть следующим образом:

|  |  |
| --- | --- |
|  | <div class="langs">      <div class="lang">Java</div>      <div class="lang">C/C++</div>      <div class="lang">PHP</div>  </div> |

**Метод wrapInner**

Для обертки содержимого элементов в новый элемент служит метод wrapInner. Он имеет следующие варианты использования:

* wrapInner('разметка html'): обертывает содержимое элементов выборки в элемент, создаваемый из разметки html;
* wrapInner(элемент): обертывает содержимое элементов выборки в элемент html, переданный в качестве параметра;
* wrapInner('селектор'): обертывает содержимое элементов выборки в элемент документа, соответствующий селектору;
* wrapInner(jQuery): обертывает содержимое элементов выборки в объект jQuery;
* wrapInner(функция): обертывает содержимое элементов выборки в объект, возвращаемый функцией.

Исходная разметка будет выглядеть так:

|  |  |
| --- | --- |
|  | <ul>  <li class="lang">Java</li>  <li class="lang">C/C++</li>  <li class="lang">PHP</li>  </ul> |

Обернем содержимое элементов списка в теги <p>:

|  |  |
| --- | --- |
|  | $('li.lang').wrapInner('<p></p>'); |

Финальная разметка будет выглядеть так:

|  |  |
| --- | --- |
|  | <ul>      <li class="lang"><p>Java</p></li>      <li class="lang"><p>C/C++</p></li>      <li class="lang"><p>PHP</p></li>  </ul> |

1. Добавление сестринских элементов.

Если метод wrap имеет дело с родительскими элементами, а методы append/prepend – с дочерними, то для добавления элементов одного уровня или сестер(сиблингов) используются методы before/after/insertBefore/insertAfter.

**Метод before**

Метод before вставляет новый элемент перед каждым элементом выборки. Он имеет следующие способы использования:

* before('разметка html'): добавляет в разметку перед каждым элементом выборки элемент, создаваемый из разметки html;
* before(элемент): добавляет в разметку перед каждым элементом выборки элемент html, переданный в качестве параметра;
* before(jQuery): добавляет в разметку перед каждым элементом выборки в объект jQuery;
* before(функция): добавляет в разметку перед каждым элементом выборки объект, возвращаемый функцией.

Допустим, есть следующий список:

|  |  |
| --- | --- |
|  | <ul>  <li class="lang">Java</li>  <li class="lang">C/C++</li>  <li class="lang">PHP</li>  </ul> |

Используя метод before, можно добавить новый элемент списка в начало:

|  |  |
| --- | --- |
|  | // добавление с помощью кода разметки  $('li.lang').first().before('<li class="lang">JavaScript</li>');    // добавление нового элемента html  let vbItem = document.createElement('li');  vbItem.innerHTML='Visual Basic';  $('li.lang').first().before(vbItem); |

После добавления новые элементы окажутся в начале списка:

|  |  |
| --- | --- |
|  | <ul>  <li class="lang">Visual Basic</li>  <li class="lang">JavaScript</li>  <li class="lang">Java</li>  <li class="lang">C/C++</li>  <li class="lang">PHP</li>  </ul> |

**Метод after**

Похожим образом работает метод after, за тем исключением, что добавление идет в конец списка.

* after('разметка html'): добавляет после каждого элемента выборки элемент, создаваемый из разметки html;
* after(элемент): добавляет после каждого элемента выборки элемент html, переданный в качестве параметра;
* after(jQuery): добавляет после каждого элемента выборки в объект jQuery;
* after(функция): добавляет после каждого элемента выборки объект, возвращаемый функцией.

Возьмем предыдущий пример со списком и добавим в него пару элементов:

|  |  |
| --- | --- |
|  | // добавление с помощью кода разметки  $('li.lang').last().after('<li class="lang">JavaScript</li>');    // Добавление объекта jQuery через клонирование последнего элемента  $('li.lang').last().after($('li.lang').last().clone().html('Visual Basic')); |

**Метод insertBefore**

Метод insertBefore по своему действию похож на метод before, только в качестве параметра он принимает элемент, перед которым будет происходить добавление. Он имеет следующий синтаксис:

* insertBefore('разметка html'): элемент добавляется перед элементом, создаваемым из разметки html;
* insertBefore(элемент): элемент добавляется перед элементом html, который передается в качестве параметра;
* insertBefore(jQuery): элемент добавляется перед объектом jQuery;
* insertBefore('селектор'): элемент добавляется перед объектом, который соответствует селектору.

Фактически это тот же метод before, только здесь объект jQuery и элемент, относительно которого производится вставка, меняются местами:

|  |  |
| --- | --- |
|  | $('<li class="lang">JavaScript</li>').insertBefore('li.lang:first'); |

Здесь элемент <li class="lang">JavaScript</li> будет добавлен перед элементом, который соответствует селекторуli.lang:first

**Метод insertAfter**

Метод insertAfter похож на метод after, только, как и метод insertBefore, в качестве параметра он принимает элемент, после которого будет происходить добавление. Он имеет следующие варианты использования:

* insertAfter('разметка html'): элемент добавляется после элемента, создаваемого из разметки html;
* insertAfter(элемент): элемент добавляется после элемента html, который передается в качестве параметра;
* insertAfter(jQuery): элемент добавляется после объекта jQuery;
* insertAfter('селектор'): элемент добавляется после элемента, который соответствует селектору.

|  |  |
| --- | --- |
|  | $('<li class="lang">JavaScript</li>').insertAfter('li.lang:last'); |

1. Замена элементов.

**Метод replaceWith**

Метод replaceWith замещает внутренне содержимое элемента новым содержимым. Он имеет следующие варианты использования:

* replaceWith('разметка html'): замена содержимого элемента разметкой html;
* replaceWith(элемент): замена содержимого элемента некоторым элементом html;
* replaceWith(jQuery): замена содержимого элемента объектом jQuery;
* replaceWith(функция): замена содержимого элемента объектом, возвращаемым функцией.

Например, заменим первый элемент списка новым содержимым:

|  |  |
| --- | --- |
|  | $('li.lang').first().replaceWith('<li class="lang">JavaScript</li>'); |

Применим функцию для замены содержимого. Допустим, есть следующая разметка:

|  |  |
| --- | --- |
|  | <div id="list">      <div class="lang">Java</div>      <div class="lang">C/C++</div>      <div class="lang">PHP</div>  </div> |

Если надо преобразовать этот элемент div в список, тогда можно написать так:

|  |  |
| --- | --- |
|  | $('div.lang').replaceWith(function() {          return '<li class="lang">'+$(this).text()+"</li>";  });  $('div#list').replaceWith(function() {          return '<ol>'+$(this).html()+"</ol>";  }); |

Функция проходит по всем элементам выборки. Перебираемый элемент можно получить с помощью ключевого слова this. Затем заменяем элементы внутри div на элементы списка. На выходе получится следующая разметка:

|  |  |
| --- | --- |
|  | <ol>      <li class="lang">Java</li>      <li class="lang">C/C++</li>      <li class="lang">PHP</li>  </ol> |

**Метод replaceAll**

Метод replaceAll(замещаемый\_элемент) замещает все элементы, определенные в параметре, новым элементом. В качестве замещаемого элемента можем передавать селектор, элемент html или объект jQuery. Например, заменим все элементы предыдущего списка другим содержимым:

|  |  |
| --- | --- |
|  | $('<li class="lang">Элемент списка</li>').replaceAll('li.lang'); |

В результате получится следующая разметка:

|  |  |
| --- | --- |
|  | <ol>      <li class="lang">Элемент списка</li>      <li class="lang">Элемент списка</li>      <li class="lang">Элемент списка</li>  </ol> |

1. Удаление элементов.

**Метод remove**

Метод remove([селектор]) удаляет элементы из структуры DOM. Например, есть следующий список:

|  |  |
| --- | --- |
|  | <ul>      <li class="lang">Java</li>      <li class="lang">C/C++</li>      <li class="lang">PHP</li>      <li class="lang">JavaScript</li>  </ul> |

Можно удалить все четные элементы списков:

|  |  |
| --- | --- |
|  | $('li:even').remove(); |

А результатом будет следующий список:

|  |  |
| --- | --- |
|  | <ul>      <li class="lang">C/C++</li>      <li class="lang">JavaScript</li>  </ul> |

Также можно бы применить селектор для фильтрации удаляемых элементов:

|  |  |
| --- | --- |
|  | $('li').remove(':even'); |

**Метод detach**

Метод detach аналогичен методу remove за тем исключением, что при удалении объекта сохраняются все связанные с ним данные. Преимущество такого подхода заключается в том, что можно позднее вставить удаленные элемент в другом месте разметки html:

|  |  |
| --- | --- |
|  | // удаляем из списка первый элемент, сохраняя его в переменной item  let item = $('li:first').detach();  // вставляем его в конец списка  $('ul').append(item); |

**Метод empty**

Метод empty очищает содержимое элементов, делая их пустыми:

|  |  |
| --- | --- |
|  | $('ul').empty(); |

В результате все элементы списка будут удалены, и разметка будет содержать пустой список: <ul></ul>